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Abstract 
Agile programming advancement process is an arrangement of standards utilized for programming improvement. In Agile 
programming improvement the arrangements develop through coordinated effort between self-sorting out, cross-useful 
groups using the fitting practices for their unique situation. This paper suggests guidelines that may be followed in agile 
software development process. We have conducted a survey approximately 500 agile software developers, around the 
globe, have taken part in it. In survey a questionnaire related to the various security activities to be incorporated during 
every phase of agile software development were asked. Based on this survey we have accomplished the most compatible 
and beneficial security activity that can be incorporated during different phases of agile software development. 80% of 
agile developers voted for the initial education which is the important security activity to be incorporated during Pre-
requirement phase. Similarly 75% said that security requirements during requirement phase, 95% opted for risk analysis 
during design phase, 80% said coding rules during implementation phase, 62% said identify, perform and implement 
security tests in testing phase and 77% said final security review in release phase are to be incorporated during different 
phases of agile software development. The Proposed work overcomes the issues in agile model and security by giving a 
quick comprehension of the security activities incorporated during different phases of software development. We have 
bridge-in, the security gap between traditional waterfall model and in-practice agile development model.
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1. Introduction

For programming security is the important aspect1. As of 
now, security is a serious problem cause severe because of 
the expanded unconventionality, accessibility and exten-
sibility2. Along these lines, the product engineers are 
forced to make more secure associations. There had been 
a critical augmentation in security related programming 
vulnerabilities as indicated in CERT3 statistics as shown 

in Figure 1. Billions of dollars go down the drain because 
of low quality software produced. The cost is said to be 
brought around limiting the blunder rate at each stage in 
programming development and evolution4. As an out-
come, the last item ought to cost less over its lifetime4.

Considering the measurements appeared in Figure 1, 
there is a need to build up a way to deal with program-
ming advancement and that could promise security at 
every period of programming life cycle5. Nevertheless, 
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settling programming is normally seen as a post improve-
ment movement and very little consideration is paid to it 
amid the advancement of programming2. Incorporated of 
security parameters with every phase of software develop-
ment life cycle is a must till its completion and till that is 
in use6. Since programming grows up through its rich-
ness cycle, programming advancement techniques ought 
to give unique regard for the security part of the product1.

Figure 1. Vulnerabilities reported to CERT centre.

Today’s product improvement business requires 
rapid programming conveyance from the advancement 
squad. In hotel to give fast conveyance of items, associa-
tions make changes from their routine improvement way 
to deal with agile development method7. In this manner 
changes are done as a push to expand the power of pro-
gramming advancement and are in like manner an after 
effect of more online circulated programming items and 
stages. Agile software development has impacted on the 
process of software development around the globe8.

Although agile method is widely used in the cur-
rent software industry, from a security perspective, this 
approach is reported to having many flaws related to 
secure software development9. Therefore it is difficult to 
put into action in agile model of development.

2. Software Security 

Security in software development is an experiment .The 
reason for this is that argumentative networked environ-
ment and mobile code threats. The security can further be 
classified into two categories10.

•	 Security of Software
•	 Application Security

Security of software is about building secure software 
and application security is securing software after devel-
opment

In order to develop better software, we need to plug 
the problems during design and execution phase of 
software development, rather than taking care of the 
problems after application is developed. This kind of 
methodology will curtail down the development cost of 
a software11.

3. Security Engineering Process

This involves the group of activities achieved for devel-
oping, maintaining and delivering a secure software; 
security activities can be either iterative or sequetial12. 
The aim is to generate robust, free of bugs software by 
using systems, procedures, tools and approaches for 
tackling security concerns in several phases of software 
development13,14.

Secure software procedures when applied during the 
development of software are able to:

•	 Perform well during the disorders by opposing the 
manipulation of flaws in the software program or by 
enduring the catastrophe.

•	 Damage control from an attack-initiated problem fail-
ure and recuperate rapidly from those failures that the 
software was in capable to endure.

4. Vulnerability of Software

The flaws in design, operation and configuration of 
software are vulnerability15. There is reduction in the 
system information warranty due to software vulner-
abilities.

The people are generally technological aware, so that 
attackers can be kept away, they are aware of firewalls, 
anti-viruses and various cryptography techniques, but in 
spite of all this, attacks are unavoidable. The reason for 
this is insecure software16. The attackers generally exploit 
the security loop holes. The vulnerability arises because 
of defects during design and implementation phase of 
software development25. The major weaknesses of soft-
ware comprise overflow of buffer, number over flow, 
race condition, format string bugs, poor unique number 
generator, SQL injections, Denial Of Service (DOS) and 
misplaced trust17,18.

Figure 2 below shows how a programmer creates 
bugs in the software development processes and how an 
attacker exploits the vulnerability found in a program. 
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Figure 2. Software defects.

•	 Bug - An error, flaw, failure or fault in a computer pro-
gram that causes it to produce an incorrect result, or to 
behave in unintended ways.

•	 Vulnerability - A weakness which allows an attacker to 
reduce a system’s information assurance19.

•	 Exploit - Use of software, data, or commands to 
“exploit” a weakness in a computer program to carry 
out some form of nasty intent.

5. Agile Development 
Methodology

Two C’s i.e. communication and coordination plays vital 
role in successful implementation of project. So therefore 
there has to be regular communication and coordination 
between all the stakeholders of the project20,21. Software 
development is broadly classified into two categories: 
waterfall development approach and agile development 
approach.

 Waterfall model23, frequently utilized as a part of pro-
gramming improvement procedure, is an effective outline 
process which is flowing downwards (like a  waterfall) 
through the phases of conception, initiation, analysis, 
design, construction, testing, implementation and main-
tenance22.

Then simply again, software model is “an itera-
tive and progressive way to cope with programming 
progression which is self-sorting away groups inside a 
government system with “simply enough” function that 
offer stop notch arrangements in a financially savvy and 
auspicious way which fulfills the ever growing demand 
of change23,24. 

In the latest current few years, substantial parts of soft-
ware business have moved programming improvement  

strategy from an inflexible design to a far more adapt-
able agile programming advancement process25. 
Many agile software development methodologies like 
extreme programming (XP), scrum, Feature Driven 
Development (FDD), lean software development, crys-
tal methodologies, Dynamic Systems Development 
Methodology (DSDM), are available26. While there 
are numerous contrasts between these philosophies 
they rely upon some normal standards, most advance 
improvement, cooperation, joint effort and proce-
dure versatility for the duration of the life span of the  
undertaking.

The Twelve principles of agile doctrine27,28:

•	 Consumer loyalty through ahead of schedule and 
uninterrupted delivery of valuable software

•	 Welcome evolving necessities, even past due being 
developed

•	 Deliver working software usually, from two or three 
weeks to several weeks, with a propensity to the 
shorter timescale

•	 Specialists and engineers must interact personally 
every day all through the endeavor

•	 Build tasks around spurred people, give them environ-
ment and strength ,they need and trust them to care 
for business

•	 Face-to-face discussion is the most productive and 
successful technique for passing on data to and within 
an improvement group29.

•	 Working applications are the essential parameter of 
advancement

Sustainable development, Simplicity, Self-sorting out 
groups which meet at regular intervals for finding out the 
best possible solution to a problem. These are the features 
that distinct agile methodology from waterfall develop-
ment method30.

As depicted in Figure 3 agile software designers work 
intimately with their partners and customers to under-
stand their requirements. Additionally, they utilize pair 
programming to realize and test their solution. Then, 
the patron gives expert advice on the solution provided 
and in this way infusing deformities each and every 
stage during the development. This implies that agile 
designers are highly skilled for the accomplishment of 
project31,32.
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Figure 3. Agile methodology for software development.

Tasks are broken into small fragments34 as shown in 
Figure 3 (a) List is prepared for the entire Do’s” and prior-
ity is accordingly assigned. The module is accomplished 
based on priority accorded for entire software develop-
ment life cycle. (b). after completion of iterations on 
various phases of SDLC an operational software product 
is shown to patrons for feedback (c). The iterations may 
not improve the functionality of the released version, but 
actually it removes the bug. Thereby reducing the risk 
and aids the project to acclimate to deviations swiftly. (d). 
multiple iterations are required for release of new featured 
software product35.

6. Agile Security

The analysts’ claim that agile methods are insufficient for 
security critical projects but due to competitive reasons 
they are widely used for web and network related develop-
ment36. One of the misapprehension can be that security 
hinders the expansion process another important reason 
can be that there is no specific security procedures specifi-
cally designed for agile software development37. Therefore 
agile software development is not having no option than 
to use security procedures designed for waterfall model 
based software development. These heavy weight secu-
rity parameters are not valid for agile development, as 
they are designed specifically for waterfall model based 
development38. This might be possible due to dissimilar 
operations between traditional SE Operations and Agile 
operations. This means that agile methods support brief 
progress boosts that adapt easily to change, while in SE 
processes change is difficult and bugs are curtailed down 
by using heavy security parameters38,39. But due to need of 
industry we need to follow agile software development by 

providing high quality security parameters without alter-
ing the agility of a process.

7. Research Methodology 

The blind of quantitative and qualitative processes are 
used for this research, the literature review is carried out 
and important security and agile characteristics40 are iden-
tified and accordingly survey is designed41. The research 
process is depicted in the following subcategories. 

Figure 4. Research design overview.

8. Aims and Objectives 

The aim of survey is to identify important security activi-
ties in every phase of software development, as prevalent 
in recent software industry and to recommend attuned 
security activities for agile software development model.

The goals are accomplished by the following:

1. Agile methodology security features are being studied.
2. Traditional software engineering processes are evalu-

ated
3. Important software engineering operations are identi-

fied
4. Security activity accomplished by software engineer-

ing operation is to be pin pointed.
5. Security activities are categorized as per different 

development stages.
6. Survey form is drafted based on the discovered secu-

rity activities
7. Survey is carried out.
8. Propose the most attuned security achievements to 

the model
9. Suggest the future scope for improvement.
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9. Survey Construction

The survey is designed on Google form. A study con-
sisting of 06 questions is developed. All questions were 
referred to various security activities to be incorporated 
during every stage of agile software development. Before 
taking up the survey the respondents are required to fur-
nish details regarding their Name, corporation, and email 
id and so forth In addition, a cover sheet elucidating the 
perseverance of the analysis and techniques and the inter-
pretation of every security activity is appended. Due to 
confidentiality25 and promise to share the previous survey 
result to the respondent, helped us to get good response 
from the participants. A lot more than 450 Software 
Professionals have participated in this study.

The outcome of the study is as follows:

Figure 5. Security incorporated during pre-requirement 
phase.

Figure 5. Shows that the security activities which 
are important during pre-requirement phase are Initial 
Education and security metrics.

Figure 6. Security activities incorporated during 
requirement phase.

Figure 6. Shows that the security activities which are 
important during requirement phase are security require-
ment and document security.

Figure 7. Security activities incorporated during design 
phase.

Figure 7. Shows that the security activities which are 
important during design phase are risk analysis, apply 
security principles to design and perform security analy-
sis of system requirements & design.

Figure 8. Security activities incorporated during 
implementation phase.

Figure 8. Shows that the security activities which are 
important during implementation phase are Coding rules 
and Security Tools.

Figure 9. Security activities incorporated during testing 
phase.

Figure 9. Shows that the security activities which are 
important during testing phase are Identify Perform and 
Implement Security Tests and Code Review.
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